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(57) ABSTRACT

A multiprocessor system includes a plurality of processors,
each including a task scheduler that determines a task execu-
tion order of tasks in a task set to be executed by the proces-
sors within a task period which is defined as a period in
repeated execution of the task sets; and a scheduler manage-
ment device having a command unit configured to issue a
command for at least one of the task schedulers to change the
task execution order, wherein each of the at least one of the
task schedulers, when receiving the command from the com-
mand unit, changes the task execution order of the corre-
sponding processor.

13 Claims, 18 Drawing Sheets
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MULTIPROCESSOR SYSTEM FOR
COMPARING EXECUTION ORDER OF
TASKS TO A FAILURE PATTERN

CROSS REFERENCE TO RELATED
APPLICATIONS

This is a continuation application of PCT International
Application No. PCT/JP2011/000325 filed on Jan. 21, 2011,
designating the United States of America, which is based on
and claims priority of Japanese Patent. Application No. 2010-
151533 filed on Jul. 2, 2010. The entire disclosures of the
above-identified applications, including the specifications,
drawings and claims are incorporated herein by reference in
their entirety.

FIELD

The present invention relates to a multiprocessor system,
and particularly to a multiprocessor system which repeatedly
executes a task set including a plurality of tasks.

BACKGROUND

Conventionally, there has been known a technology for
scheduling a plurality of tasks so as to complete the tasks
within a predetermined limited time.

For example, Japanese Unexamined Patent Application
Publication No. 2002-73354 discloses a technology in which
the number of events is recorded for each task, the events
being such that the time it took for the task to be executed by
aprocessor exceeded (deadline miss) a predetermined limited
time in the past. For a task having a greater number of such
events, a higher execution priority is given to the task at the
time of scheduling so as to try to reduce the number of
deadline misses.

CITATION LIST
Patent Literature

Japanese Unexamined Patent Application Publication No.
2002-73354

Technical Problem

However, in the conventional multiprocessor system in
which a plurality of processors is executed in coordination, a
task failure due to confliction between processors for access
to a shared resource cannot be prevented. As a result, a real-
time performance cannot be guaranteed for such a system.

FIG. 20 illustrates a time chart example of a task failure due
to confliction between processors for access to a shared
resource (for example, shared memory) in a multiprocessor
system.

As illustrated in FIG. 20, as a consequence of confliction
for simultaneous access to a shared resource during task
processing executed by each processor (denoted as task pro-
cessing 320 by processor 0 and task processing 330 by pro-
cessor 1 in FIG. 20), the task is not completed within an
estimated time period, thereby causing a processing failure.

More particularly, bus access confliction has occurred
between task A331 in execution on processor 1 and task 0321
in execution on processor 0.

Consequently, in order to execute task A331, processor 1
must wait until the bus access by task C321 is completed.
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2

Because of the waiting time, it takes a longer time than origi-
nally estimated for processor 1 to execute task A331.

Consequently, the processing of task B332, which is
expected to be completed by processor 1 before the subse-
quent switching between task contexts, cannot be completed
within a task period 222, and thus execution of task B332
fails.

FIG. 21 illustrates an example of task processing delay
caused by access confliction between processors in a multi-
processor system.

Asillustrated in FIG. 21, in the case where task Al and task
B1 frequently perform write processing to the shared
resource (a shared memory 102 in FIG. 21), confliction fre-
quently occurs between tasks, and consequently, the process-
ing time of task. Al and task B1 is extended, and thus the
efficiency in task processing by processor 0 and processor 1 is
reduced.

That is to say, although an ideal task processing time may
be previously estimated theoretically, access confliction to
the shared resource such as a shared memory in a multipro-
cessor system is not assumed in the conventional technology.
Because of this, when real-time processing is required, it is
difficult to guarantee real-time performance.

SUMMARY

The present invention solves the above-described conven-
tional problem, and particularly, it is an object of the invention
to provide a multiprocessor system which repeatedly
executes task sets each including a plurality of tasks, the
multiprocessor system being able to previously detect a
schedule for which execution of tasks scheduled to be com-
pleted within a task period cannot be completed within the
task period because of access confliction, and to avoid a task
processing failure so as to reliably guarantee the performance
for real-time processing.

Solution to Problem

In order to achieve the above-described object, an aspect of
the present invention provides a multiprocessor system which
repeatedly executes task sets, each including a plurality of
tasks, the multiprocessor system including: a plurality of
processors, each including a task scheduler that determines a
task execution order of the tasks in a task set to be executed by
the processors within a task period which is defined as a
period in repeated execution of the task sets, and processors
that execute the respective tasks; and a scheduler manage-
ment device having a command unit configured to issue a
command for at least one of the task schedulers to change the
task execution order, wherein each of the task schedulers,
when receiving the command from the command unit,
changes the task execution order of the processors.

With the above configuration, the execution order of the
tasks to be executed by the processors is changed based on a
command from the scheduler management device. Conse-
quently, a difference occurs between execution times of tasks
which have access such as writing to the same common
resources, and thus access confliction and a failure in task
processing can be avoided.

More preferably, the scheduler management device further
includes a task comparison unit and a failure pattern storage
unit, the failure pattern storage unit is configured to store, as
failure patterns, one or more pieces of information including
a task execution order of tasks, processor ID of each of pro-
cessors which execute the respective tasks, and a task period
which are included in a task set, the task set such that task set
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processing, which is per-period processing in repeated execu-
tion of the task sets, is not completed within the task period
due to access confliction between processors, a first task
scheduler of the task schedulers notifies the task comparison
unit of periodic scheduling information which includes, in a
task set, (i) a task execution order of tasks, (ii) processor ID of
each of'is processors which execute the respective tasks, and
(iii) a task period, the task comparison unit is configured to
determine whether or not the periodic scheduling information
notified matches one of the failure patterns by comparing the
periodic scheduling information notified with the failure pat-
terns, and when the periodic scheduling information notified
matches one of the failure patterns, the command unit is
configured to issue a command for at least one of the task
schedulers to change the task execution order included in the
periodic scheduling information.

With the above configuration, the scheduler management
device stores failure patterns in the failure pattern storage
unit, the failure patterns each being a task execution order
with which task processing fails. Therefore, by the task infor-
mation analysis unit comparing the execution order of the
tasks determined by the scheduler with the failure patterns,
the scheduler management device can detect a schedule
which fails before executing the tasks. Furthermore, in the
case of a failure, the scheduler management device com-
mands a scheduler to perform rescheduling by changing the
execution order of the tasks. Consequently, a task processing
failure can be avoided beforehand.

Specifically, the scheduler management device determines
whether or not a task set processing is completed within the
task period, the task set processing being per-period process-
ing in repeated execution of the task sets, and when it is
determined that the task set processing is not completed
within the task period, the command unit is configured to
issue a command for the at least one of the task schedulers to
change the task execution order.

More specifically, the scheduler management device fur-
ther includes a task period counter, a completed task storage
unit, and a failure determination unit, each of the processors
notifies the scheduler management device of task identifica-
tion information of a task for which the task set processing is
completed, a task set processing being per-period processing
in repeated execution, the completed task storage unit is con-
figured to store the task identification information of the task
for which the task set processing notified is completed, the
task period counter counts a number of cycles since the pro-
cessors start execution of the task set, the failure determina-
tion unit is configured to determine whether or not a failure
task is present which is not stored in the completed task
storage unit at a moment when the number of cycles exceeds
the task period, the failure task being one of the tasks in the
task set, and when the determination indicates that at least the
failure task is present, the command unit is configured to issue
a command for at least one of the task schedulers to change
the task execution order.

In addition, the scheduler management device further
includes a failure pattern storage unit and a task comparison
unit, in the case where the failure determination unit deter-
mines that a failure task is included in an executed task set, the
scheduler management device stores, in the failure pattern
storage unit, as a failure pattern, information including a task
execution order of tasks contained in the task set, processor
ID of each of processors which execute the respective tasks,
and a task period which are included in the task set, a first task
scheduler of the task schedulers notifies the task comparison
unit of periodic scheduling information which includes a task
execution order of tasks included in a task set to be executed,
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a processor ID of a processor which executes corresponding
one of the tasks, and the task period, the task comparison unit
is configured to determine whether or not the periodic sched-
uling information notified matches one of the failure patterns
by comparing the periodic scheduling information notified
with the failure patterns, and when the periodic scheduling
information notified matches one of the failure patterns, the
command unit is configured to issue a command for at least
one of the task schedulers to change the task execution order
contained in the periodic scheduling information.

Thus, the scheduler management device learns execution
orders of tasks with which task processing fails from failure
cases of task processing. Consequently, the scheduler man-
agement device can automatically update the failure patterns
to be stored in the failure pattern storage unit.

In addition, the command to change the task execution
order may contain task identification information of the at
least the failure task, and the one of the task schedulers which
has received the command may change the task execution
order, so that a task corresponding to the task identification
information has an execution priority lower than an execution
priority of another task to be executed by a processor which
executes the task corresponding to the task identification
information.

Thus, particularly a certain task for which task processing
has failed can be designated, and the execution priority of the
certain task can be made lower than that of another task to be
executed by the same processor. Consequently, the execution
time of a task which causes access confliction can be delayed
atthe time of rescheduling after a task processing failure so as
to avoid confliction, and thus a task failure can be avoided at
the subsequent task execution.

In addition, the multiprocessor system may further
includes: a shared bus having a bus controller; and a shared
resource in which the processors write information via the
shared bus, wherein the bus controller includes a holding unit
configured to hold task identification information of two or
more confliction tasks which are write operations scheduled
to be performed on the shared resource by the respective
processors on overlapping time intervals, and the command
unit includes, in the command to change the task execution
order, the task identification information of the confliction
tasks held in the holding unit, the confliction tasks each being
the failure task.

The shared resource may be one of a shared memory and an
input/output interface.

Thus, when task processing fails, a case where the task
processing failure is caused by access confliction can be
identified based on the information from the shared bus.
Change of task execution order is primarily eftective in avoid-
ing confliction for access to the shared resource. Conse-
quently, by identifying a task which has failed because of
access confliction and changing the execution priority of the
task, a task processing failure can be reliably avoided in the
next task execution.

The present invention may be achieved not only as a mul-
tiprocessor system, but also as an information processing
method which includes steps defined by the operations of
distinctive units included in the multiprocessor system, or as
a program which causes a computer to execute such distinc-
tive steps. It is needless to state that such a program can be
distributed via a recording medium such as a CD-ROM or a
transmission medium such as the Internet.

In addition, the present invention may be achieved as a
system LSI including such a multiprocessor system.

Advantageous Effects

In a multiprocessor system which repeatedly executes a
task set including a plurality of tasks, a schedule for which
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execution of tasks cannot be completed within the task period
due to access confliction can be previously detected so as to
avoid a task processing failure, thereby being able to provide
a multiprocessor system which reliably guarantees the per-
formance for real-time processing.

BRIEF DESCRIPTION OF DRAWINGS

These and other objects, advantages and features of the
invention will become apparent from the following descrip-
tion thereof taken in conjunction with the accompanying
drawings that illustrate a specific embodiment of the present
invention.

FIG. 1 is a configuration diagram of a multiprocessor sys-
tem in Embodiment 1 of the present invention.

FIG. 21is aconfiguration diagram ofa processor in Embodi-
ment 1 of the present invention.

FIG. 3 is a configuration diagram of a scheduler manage-
ment device in Embodiment 1 of the present invention.

FIG. 4 is a table illustrating exemplary periodic scheduling
information according to Embodiments 1 to 3 of the present
invention.

FIG. 5 is a table illustrating an exemplary rescheduling
command according to Embodiments 1 to 3 of the present
invention.

FIG. 6 is a diagram illustrating an example in which a task
processing failure caused by access confliction can be
avoided by the multiprocessor system according to Embodi-
ments 1 to 3 of the present invention.

FIG. 7 is a reference diagram illustrating another example
of failure avoidance of task processing according to Embodi-
ments 1 to 3 of the present invention.

FIG. 8 is a reference drawing illustrating still another
example of failure avoidance of task processing according to
Embodiments 1 to 3 of the present invention.

FIG.9 is a flowchart illustrating the flow of task scheduling
processing in Embodiment 1 of the present invention.

FIG. 10 is a flowchart illustrating the flow of detailed task
scheduling processing in Embodiment 1 of the present inven-
tion.

FIG. 11 is a flowchart illustrating the flow of per-period
processing in repeated execution of a task set in Embodiment
1 of the present invention.

FIG. 12 is a flowchart illustrating the flow of task failure
determination processing in Embodiment 1 of the present
invention.

FIG. 13 is a flowchart illustrating the flow of task failure
processing in Embodiment 1 of the present invention.

FIG. 14 is a flowchart illustrating the flow of task process-
ing in Embodiment 1 of the present invention.

FIG. 15 is a configuration diagram of a multiprocessor
system according to Embodiment 2 of the present invention.

FIG. 16 is a configuration diagram of a bus controller
according to Embodiment 2 of the present invention.

FIG. 17 is a flowchart illustrating the flow of bus lock
access arbitration processing according to Embodiment 2 of
the present invention.

FIG. 18 is a configuration diagram of a system LS having
a multiprocessor system according to Embodiment 3 of the
present invention.

FIG. 19 is a configuration diagram of a digital television
using the system LSI having the multiprocessor system
according to Embodiment 3 of the present invention.

FIG. 20 is a diagram illustrating an example of a task
processing failure in a conventional technology.
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FIG. 21 is a diagram illustrating an example of a task
processing delay in a conventional technology.

DESCRIPTION OF EMBODIMENTS

Hereinafter, a multiprocessor system 100 in an embodi-
ment of the present invention will be described with reference
to the accompanying drawings.

Embodiment 1

FIG. 1 is a configuration diagram of a multiprocessor sys-
tem 100 in Embodiment 1 of the present invention. The mul-
tiprocessor system 100 is a multiprocessor system which
repeatedly executes a task set including a plurality of tasks.

As illustrated in FIG. 1, the multiprocessor system 100
includes two processors 200 with a virtual multi-task process-
ing mechanism, a shared bus 101, a shared resource 102, and
a scheduler management device 300.

More specific description is as follows: the processors 200
are each connected to the shared bus 101 via a bus access 103,
and can be accessed to the shared resource 102 via the shared
bus 101.

As the shared resource 102, for example, a shared memory
or an I/O interface for input/output may be used.

The processors 200 are each connected to the scheduler
management device 300 via an analysis result bus 106 and a
task information bus 105. The two processors included in the
multiprocessor system 100 are collectively called “processor
2007

Access confliction information detected on the shared bus
101 is transmitted to the scheduler management device 300
via an access confliction bus 104.

The scheduler management device 300 analyzes task infor-
mation received from each of the processor 200 via the task
information bus 105, and transmits an analysis result of
access confliction to each of the processor 200 via the analysis
result bus 106.

The processor 200 which has received the analysis result of
access confliction from the scheduler management device
300 performs task scheduling necessary for each of the pro-
cessor 200 (i.e., a plurality of processors in the processor 200)
s0 as to avoid access confliction, and thus avoids a processing
failure on the following scheduling.

FIG. 2 is a configuration diagram of the processor 200
having a virtual multi-task processing mechanism in Embodi-
ment 1 of the present invention.

As illustrated in FIG. 2, the processor 200 includes a task
scheduler 201, a time counter 202, a task switching unit 203,
a task context 204, and an arithmetic unit 205.

The task scheduler 201 switches between the task contexts
204 tri assigned to the arithmetic unit 205 using the task
switching unit 203, and completes processing of a plurality of
tasks within a predetermined time period.

When the task context 204 is switched, the time counter
202 is initialized.

The task scheduler 201 is connected to the time counter 202
and the task switching unit 203.

The task scheduler 201 receives a remaining task execution
time 206 from the time counter 202. When the value of the
remaining task execution time 206 becomes zero, the task
scheduler 201 generates task information including a task ID,
aprocess 1D, a processor ID, a task priority, and transmits the
task information to the task switching unit 203.

Simultaneously, the task scheduler 201 transmits the task
information to the scheduler management device 300 via the
task information bus 105.
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The task switching unit 203 receives the task information
from the task scheduler 201, selects and acquires necessary
task context 204 via a task context connection bus 208, and
supplies the task context to the arithmetic unit 205 connected
via an arithmetic unit connection bus 209.

The arithmetic unit 205 performs arithmetic based on the
task context supplied from the task switching unit 203, and
consequently starts access to the shared bus 101 via the bus
access 103.

FIG. 3 is a configuration diagram of the scheduler manage-
ment device 300 in Embodiment 1.

As illustrated in FIG. 3, the scheduler management device
300 includes a task information analysis unit 301, a task
period counter 302, a completed task storage unit 303, a
failure pattern storage unit 304, a confliction counter 305, and
a storage permission information holding unit 306.

The task information analysis unit 301 is connected to the
processor 200 via the task information bus 105, and receives
task information obtained from each ofthe processor 200 (for
example, a task completion notification, a task 1D, a sched-
uling completion notification, and periodic scheduling infor-
mation including task attributes, execution order of tasks, the
processor ID of a processor which performs each task, a task
priority, a task period of a plurality of tasks contained in a task
set to be performed within a task period).

Here, the task set includes a plurality of tasks, and defines
a set of tasks to be executed as a unit repeatedly by the
processor 200.

The task period is a predetermined time period which is
defined as a period of repeated execution of task sets.

The task information analysis unit 301 is connected to the
task period counter 302, the completed task storage unit 303,
the failure pattern storage unit 304, and the storage permis-
sion information holding unit 306.

The task information analysis unit 301 has a command unit
310, a task comparison unit 312, and a failure determination
unit 314.

The task comparison unit 312 compares periodic schedul-
ing information acquired via the task information bus 105
with a failure pattern acquired from the failure pattern storage
unit 304.

Here, the failure pattern is a record of past periodic sched-
uling information 220 which indicates that execution of all
the tasks contained in a task set was not completed within a
task period and thus failed.

In the case where the failure pattern includes the acquired
periodic scheduling information 220 as a result of the com-
parison by the task comparison unit 312, the command unit
310 commands each of the processor 200 to change schedul-
ing, via the analysis result bus 106.

Each of the processor 200 which has received the com-
mand of scheduling change performs task rescheduling such
as schedule cancellation, pending, increment/decrement of
the time counter of a specific task, in addition to the change of
task execution order, and transmits new periodic scheduling
information 220 and a scheduling completion notification to
the task information analysis unit 301 via the task information
bus 105.

The task comparison unit 312 and the command unit 310
repeat the above process until the task execution order con-
tained in the periodic scheduling information 220 does not
match with the failure pattern stored in the failure pattern
storage unit 304.

The failure determination unit 314 determines whether or
not all the tasks to be processed within one task period have
been completed.
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Specifically, when the task period counter 302 overtlows
(or underflows when a down counter is used), the failure
determination unit 314 determines whether or not the task
completion notification sent from the processor 200 is stored
in the completed task storage unit 303 for each task contained
in a task set.

When a corresponding task completion notification is
stored in the completed task storage unit 303 for each of all
the tasks contained in the task set, the failure determination
unit 314 determines that the entire task processing within the
task period has been completed. Subsequently, the command
unit 310 makes a scheduling request to the processor 200
again as needed in order to perform the next task set.

On the other hand, when there is at least one task for which
a task completion notification has not been recorded, the
failure determination unit 314 determines that the task pro-
cessing has failed.

In this case, the task information analysis unit 301 stores
the periodic scheduling information and the number of con-
flictions into the failure pattern storage unit 304, the number
of conflictions being retrieved from the confliction counter
305 for each task contained in the task set. The command unit
310 notifies the processor 200 of a scheduling change com-
mand, which is a command of a request for rescheduling.

The task scheduler 201 in the processor 200 which has
received a request for rescheduling upon a scheduling change
command notifies the task information analysis unit 301 of,
for example, a modified execution order of the tasks con-
tained in failed periodic scheduling information as new peri-
odic scheduling information after rescheduling.

The task scheduler 201 which has performed rescheduling
notifies the other processors 200 of the new periodic sched-
uling information.

The task period counter 302 is a counter which measures
the execution cycle of the processor 200 for a task contained
in a task set.

The task information analysis unit 301, when causing the
processor 200 to start execution of a task set, initializes the
task period counter 302 to start counting, and simultaneously,
cancels the scheduling change request which has been sent to
the processor 200 via the analysis result bus 106.

Here, initialization of the task period counter 302 is to reset
the counter value to the initial value ofthe counter, the counter
value being an overflow value of the task period counter 302
after an elapsed time of a task period.

For example, if the maximum value of the task period
counter 302 is 255 and the task period is 50, the initial value
of the task period counter 302 is set to 205.

Subsequently, the processor 200 starts processing of a
scheduled task.

While the processor 200 performs the task processing, the
task period counter 302 continues counting up (or counting
down until the counter underflows when a down counter is
used) in the task period until the counter overflows.

After the overflow, the task period counter 302 notifies the
failure determination unit 314 that the task period has
elapsed.

As described above, for each task contained in the task set,
the completed task storage unit 303 stores a result as to
whether the task has been completed.

More specifically, the completed task storage unit 303
assigns the tasks to respective bits of the register and initial-
ized the bits to 0, and sets a corresponding assigned bit to 1
each time a task completion notification outputted from the
processor 200 is received. In this manner, a task completion
notification can be recorded.
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The task completion notification can be outputted, for
example, when hardware satisfies any user-defined condi-
tions such as having a less overflow value set in the counter. In
addition to the any conditions, a task completion notification
can be outputted, for example, by a user executing a command
code written in a program for informing of a task completion,
and thus a programmable task processing completion control
by a user can be achieved.

The failure pattern storage unit 304 stores the above-de-
scribed failure pattern.

The confliction counter 305 is connected to the shared bus
101 via the access confliction bus 104, and counts and holds
the number of conflictions that occurred for each task when a
plurality of tasks performed by respective processors 200
have each access to the shared bus 101 simultaneously.

The storage permission information holding unit 306 holds
storage permission information which is the conditions
applied when a failure pattern is stored in the failure pattern
storage unit 304.

As the storage permission information, example, designa-
tion of permission start time may be used. In this case, the
failure pattern storage unit 304 cancels the failure patterns
discards the permission start time.

An exclusive task may be designated as the storage per-
mission information. In this case, the failure pattern storage
unit 304 does not store the failure of a task which has task
identification information designated as an exclusive task.

A maximum storage number of the failure pattern may be
designated as the storage permission information. In this
case, the failure pattern storage unit 304 manages the number
of failure patterns to be stored in accordance with a rule such
as a FIFO (First In First Out).

The failure patterns stored in failure pattern storage unit
304 may be stored in a compressed format as needed. In
addition, not only a combination of task as a failure factor
causing confliction, but also e.g., bus access information
causing the confliction may be directly recorded as a failure
pattern.

Thus, a possibility of a task failure can be determined based
on a monitored state of the access to the shared bus 101 in
addition to the task combination. A user may refer to and use
the failed task storage information as desired.

That is to say, the multiprocessor system 100 according to
the present embodiment is a multiprocessor system which
repeatedly executes a task set including a plurality of tasks.
Each of a plurality of processors (i.e., each of the processor
200) of the multiprocessor system 100 has the task scheduler
201 which determines an execution order of the tasks con-
tained in a task set to be performed by the processors within
the time period defined as a period of repeated execution of
task sets, and a processor which performs each task.

In addition, the multiprocessor system 100 includes the
scheduler management device 300 which has the command
unit 310 configured to command at least one of a plurality of
task schedulers 201 to change the task execution order.

Upon receiving a command from the command unit 310,
each of the task schedulers 201 changes the task execution
order of a plurality of processors.

Specifically, the scheduler management device 300 further
includes the task comparison unit 312 and the failure pattern
storage unit 304.

The failure pattern storage unit 304 stores, as a failure
pattern, at least one set of an execution order of tasks, the
processor ID of the processor which performs each task, and
information including the task period, the execution order of
tasks being contained in a task set in which per-period task set
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processing in repeated execution of task sets has not been
completed within a task period because of access confliction
of a plurality of processors.

A first task scheduler in the task schedulers 201 notifies the
task comparison unit 312 of an execution order of the tasks
contained in a task set, the processor 1D of the processor
which performs each task, and periodic scheduling informa-
tion including the task period.

The task comparison unit 312 compares the task execution
notified with the failure patterns sequence so as to determine
whether or not the task execution order matches with one of
the failure patterns.

In the case where a matched failure pattern is found as a
result of the determination made by the task comparison unit
312, the command unit 310 commands at least one of the task
schedulers 201 to change the task execution order contained
in the periodic scheduling information.

On the other hand, in the case where a matched failure
pattern is not found, the scheduler management device 300
causes the processor 200 to start execution of the task set.

Subsequently, the scheduler management device 300
determines whether or not the task set processing has been
completed within a task period 222. In the case where it is
determined that the task set processing has not been com-
pleted within the task period 222, the command unit 310
commands the task schedulers 201 to change the task execu-
tion order.

More specifically, the scheduler management device 300
further includes the task period counter 302, the completed
task storage unit 303, and the failure determination unit 314.

Each of the processor 200 notifies the scheduler manage-
ment device 300 of the task identification information of the
tasks for which the per-period processing in repeated execu-
tion has been completed.

The completed task storage unit 303 stores the task iden-
tification information notified of the task for which the per-
period processing in repeated execution has been completed.

The task period counter 302 counts the number of cycles
after the processor 200 starts execution of a task set.

The failure determination unit 314 determines whether or
not there exists a failed task which is not stored in the com-
pleted task storage unit 303 and yet is one of a plurality of
tasks contained in a task set at the time when the number of
cycles exceeds the task period 222.

When there is one or more failed tasks as a result of the
determination, the command unit 310 commands at least one
of'the task schedulers 201 to change the task execution order.

When it is determined that there is at least one failed task,
the scheduler management device 300 stores failed periodic
scheduling information 220 as a new failure pattern into the
failure pattern storage unit 304.

A scheduling change command 230, which is a command
of'change of task execution order, contains task identification
information of one or more failed tasks, and the task sched-
uler which has received the command changes the task execu-
tion order, so that the execution priority of a task correspond-
ing to the task identification information contained in the
command comes after the execution order of any other task
which is performed by the same processor.

The task period counter 302 can be achieved using a reg-
ister, for example. In that case, the event that the execution
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cycle of the processor 200 exceeds the task period is imple-
mented as an interrupt associated with an overflow of the
counter.

Hereinafter, more detailed description is given.

FIG. 4 illustrates an example of periodic scheduling infor-
mation 220 which is transmitted from the task scheduler 201
to the task information analysis unit 301 via the task infor-
mation bus 105.

As illustrated in FIG. 4, the periodic scheduling informa-
tion 220 includes a task period 222, an execution order 224 of
processor 0, and an execution order 226 of processor 1.

The task period 222 is a time interval within which per-
period processing in repeated execution of all tasks contained
in a task set (a set consists of three tasks; task A, task B, and
task C in this example) should be completed.

For example, in the case where the task period 222 is
designated to be 20 cycles, when the execution cycle of the
task set exceeds 20 cycles, the execution of the task fails.

The execution order 224 of processor 0, and the execution
order 226 of processor 1 indicate the execution order of tasks
to be performed by the respective processors.

For example, in the case where the execution order 226 of
processor 1 is such that task A is designated to be the first task,
and task B is designated to be the second task, processor 1
starts execution of task A first, and after completing task A,
processor 1 executes task B.

In the case where only task C is designated as in the execu-
tion order 224 of processor 0, processor 0 executes task C.

FIG. 5 is a table illustrating an example of the scheduling
change command 230 sent from the command unit 310 to the
task scheduler 201 for requesting the change of a task execu-
tion order.

As illustrated in FIG. 5, the scheduling change command
230 contains failure task identification information 232.
Here, task B is designated as the failure task identification
information 232.

For example, suppose that a task has failed after executing
a task set based on the periodic scheduling information 220
illustrated in FIG. 4.

Subsequently, when task B is designated as the failure task
identification information 232 in the scheduling change com-
mand 230 which is notified to the task scheduler 201 from the
command unit 310, the task scheduler 201 lowers the execu-
tion priority of task B in the execution order 226 of processor
1.

Consequently, periodic scheduling information with the
execution orders of task A and task B reversed is notified to
the task information analysis unit 301 from the task scheduler
201.

The scheduling change command 230 does not need to
contain the failure task identification information 232. In this
case, the task scheduler 201 which has received the schedul-
ing change command 230 may change the execution order of
two tasks which are, for example, randomly selected from the
tasks to be executed in the processor 200.

Alternatively, the task scheduler 201 may replace the task
executed last with the task executed second to the last, both
tasks belonging to the tasks to be executed in the processor
200.

The scheduling change command 230 by the command
unit 310 can be achieved by an interrupt specifically.

The command unit 310 may notify all processors 200 of the
scheduling change command 230, or notify only a specific
processor of the scheduling change command 230 by desig-
nating an identifier.

FIG. 6 is a diagram illustrating an example in which a task
processing failure caused by access confliction to the shared
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resource 102 can be avoided by the multiprocessor system
100 according to the present embodiments.

Similarly to FIG. 20, FIG. 6 illustrates a manner how a task
set consisting of scheduled task A331, task B332, and task
(321 are executed.

However, in FIG. 6, the task execution order is changed by
the task scheduler 201, so that the execution order of task A
and task B are reversed. Consequently, the access confliction
between processor 0 and processor 1 is eliminated, and the
per-period processing in repeated execution for all the tasks in
the task set can be completed within the task period 222.

That is to say, according to the present embodiment with
the above-described configuration, the periodic scheduling
information 220 illustrated in FIG. 4, when applied, causes
access confliction between task A331 in execution by proces-
sor 1 and task C321 in execution by processor 0, and conse-
quently, a processing failure of task B332 scheduled to be
executed by processor 1 can be detected beforehand.

Specifically, the task comparison unit 312 compares the
periodic scheduling information 220 with the failure patterns
stored in the failure pattern storage unit 304, and determines
whether or not the periodic scheduling information 220 deter-
mined by the task scheduler 201 is contained in the failure
patterns.

As a result, when the periodic scheduling information 220
determined by the task scheduler 201 is contained in the
failure patterns, the task scheduler 201 performs rescheduling
s0 as to change the order of task A331 and task B332. Thus,
the bus access confliction between processor 0 and processor
1 is eliminated, thereby providing the effect that a processing
failure of task B to be executed by processor 1 can be pre-
vented.

All the information contained in the periodic scheduling
information 220 does not necessarily need to be stored in the
failure pattern storage unit 304 as failure patterns.

For example, at least task execution order should be stored.

In the case where a plurality of task sets exist and the task
periods 222 vary with task sets, the task period 222 in addition
to the task execution order is preferably stored in the failure
pattern storage unit 304.

FIG. 9 is a flowchart illustrating the outline of task sched-
uling processing for a single task in Embodiment 1.

First, the task scheduler 201 of one of the processor 200
performs task scheduling (S210). As the result, the periodic
scheduling information 220 is generated.

The generated periodic scheduling information 220 is sent
to the task information analysis unit 301.

In the task information analysis unit 301, the task compari-
son unit 312 compares the periodic scheduling information
220 with the failure patterns stored in the failure pattern
storage unit 304.

When a failure pattern matching with the sent periodic
scheduling information 220 is found as a result of the com-
parison made by the task comparison unit 312, the command
unit 310 in the task information analysis unit 301 notifies the
task scheduler 201 ofa scheduling change command 230 (Yes
in S214).

Upon receiving the scheduling change command 230, the
ask scheduler 201 performs task scheduling again (S210).

On the other hand, when the periodic scheduling informa-
tion 220 does not match with one of the failure patterns (No in
S214), the task information analysis unit 301 causes the task
period counter 302 to start counting, and simultaneously,
commands the processor 200 to execute the task set based on
the scheduling according to the periodic scheduling informa-
tion 220 notified to the processor 200 (S216).
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Subsequently, the command unit 310 in the task informa-
tion analysis unit 301 notifies the scheduling change com-
mand 230 to the task scheduler 201 in the case where the
execution of the task set failed.

Upon receiving the scheduling change command (Yes in
S212), the task scheduler 201 performs scheduling again for
the failed task set (S210).

FIG. 10 is a flowchart illustrating the flow of task schedul-
ing processing performed by the task scheduler 201.

Upon receiving the scheduling change command 230 from
the command unit 310 in the task information analysis unit
301 (Yes in S220), the task scheduler 201 changes the execu-
tion priority of the task corresponding to the failure task
identification information 232 contained in the scheduling
change command 230. More specifically, the task scheduler
201 lowers the priority of the corresponding task by one
(S222).

On the other hand, for example, when execution of a task is
completed without a task failure, and then another task set is
executed for the first time, the task scheduler 201 performs
scheduling using conventional technology without receiving
a scheduling change command from the command unit 310
(No in S$220) (S224).

In this case, the task scheduler 201 performs scheduling
using a conventionally-known scheduling algorithm such as a
LST (Least Slack Time), so that per-period processing for
each of all the tasks contained in the task set is completed
within the task period 222 (S224).

FIG. 11 is a flowchart illustrating the flow of per-period
processing in repeated execution of task set in Embodiment 1.

The task period counter 302 activated by the task informa-
tion analysis unit 301 first initializes its counter as described
above (S230).

Simultaneously with the activation of the task period
counter 302, the task information analysis unit 301 causes the
processor 200 to start task processing (S232). However,
instead of the task information analysis unit 301, the task
period counter 302 may command the processor 200 to start
processing.

Next, the task period counter 302 counts the number of
cycles after commanding the processor 200 to start process-
ing (S235).

The task period counter 302 continues to count until the
counter overflows (No in S234).

Subsequently, when the count number exceeds (i.e., over-
flows) the maximum value of the counter (Yes in S234), the
task period counter 302 notifies the failure determination unit
314 of the counter overflow (5236).

Subsequently, the failure determination unit 314 which has
received the notification starts task failure determination pro-
cessing (S238).

FIG. 12 is a flowchart illustrating the flow of task failure
determination processing in Embodiment 1.

The failure determination unit 314 determines whether or
not completion of all the tasks (that is to say, all the tasks
contained in the task set currently executed) which are sched-
uled to be executed as per-period processing (that is to say, a
task to be executed within the current task period 222) in
repeated execution on the processor 200 is stored in com-
pleted task storage unit 303 (S240).

When all the tasks are completed (Yes in S240), the failure
determination unit 314 determines that the processing to be
executed in the current task period 222 are completed without
a failure. The failure determination unit 314 requests the next
task scheduling to each of the processor 200 via the analysis
result bus 106 if necessary (No in S210, S220 of FIG. 10).
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On the other hand, when no task completion notification is
recorded in the completed task storage unit 303 (No in S240),
the failure determination unit 314 determines that processing
in the current task period 222 has failed, and starts task failure
processing (S248).

FIG. 13 is a flowchart illustrating the flow of task failure
processing in Embodiment 1.

When the failure determination unit 314 determines that
the is processing in the current task period 222 has failed, the
task information analysis unit 301 stores the periodic sched-
uling information 220 in the failure pattern storage unit 304.

At the same time, the task information analysis unit 301
retrieves counted value of the number of conflictions that
occurred in the current task period 222 for each task from the
confliction counter 305 connected to the task information
analysis unit 301 via the failure pattern storage unit 304, and
stores the counted value in the failure pattern storage unit 304
(S250).

Next, the task information analysis unit 301 requests the
second task scheduling via the analysis result bus 106 to the
task scheduler 201 of each of the processor 200 in order to
execute the task set containing failed task again (Yes in S210,
S220 of FIG. 10).

FIG. 14 is a flowchart illustrating the flow of task process-
ing executed by the processor 200 in Embodiment 1.

As described above, simultaneously with the activation of
the task period counter 302, the task information analysis unit
301 commands the processor 200 to start task processing (or
withdraws a task scheduling request), then each of the pro-
cessor 200 starts task processing (S260).

Each of the processor 200 continues to execute tasks unless
the task processing assigned to itself as a result of scheduling
is not completed (No in S262).

Every time the assigned task processing is completed (Yes
in S262), each of the processor 200 notifies the task informa-
tion analysis unit 301 of completion of the task via the task
information bus 105 (S264).

Subsequently, the completed task storage unit 303 con-
nected to the task information analysis unit 301 stores task
completion or task failure for each task as described above.

As described above, according to the present embodiment,
the task information analysis unit 301 compares the periodic
scheduling information 220 of the task notified from the task
scheduler 201 with the failure patterns stored in the failure
pattern storage unit 304, and a failure due to access conflic-
tion between processors can be detected beforehand.

Consequently, by performing rescheduling to change the
order of processing of failed task by the task scheduler 201,
access confliction between the processors can be avoided, and
thus a task processing failure can be avoided.

Embodiment 2

Hereinafter, a multiprocessor system 100 according to
Embodiment 2 of the present invention will be described with
reference to the accompanying drawings.

FIG. 15 is a configuration diagram of the multiprocessor
system 100 according to Embodiment 2 of the present inven-
tion.

In the present embodiment, the components similar to
those of Embodiment 1 are labeled with the same reference
symbols, and detailed description thereof is omitted.

The point of difference between Embodiment 2 illustrated
in FIG. 15 and the above-described Embodiment 1 is that a
bus controller 150 in Embodiment 2 includes an arbitration
unit 108, and the multiprocessor system 100 includes an
arbitration signal bus 107.
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FIG. 16 is a configuration diagram of the bus controller 150
including the arbitration unit 108 according to Embodiment
2.

The bus controller 150 is a controller which controls access
via the shared bus 101.

The bus controller 150 has the arbitration unit 108. The
arbitration unit 108 arbitrates access confliction over the
shared bus.

As illustrated in FIG. 16, the arbitration unit 108 includes
a resource access arbitration unit 112 and a holding unit 120.

The resource access arbitration unit 112 stores access
information i.e., lock information, shared area information,
and priority information of processors into the holding unit
120.

More specifically, the holding unit 120 has a lock informa-
tion holding unit 109, a shared area information holding unit
110, and a priority holding unit 111 configured to store the
lock information, the shared area information, and the prior-
ity information of processors, respectively.

The resource access arbitration unit 112 performs access
arbitration to the shared resource 102 per time period using
the respective pieces of stored information.

The resource access arbitration unit 112 makes access arbi-
tration using the Round Robin scheduling, for example, and
thus levels the number of shared resource wait per processor.

By making an arbitration in consideration of priority, the
resource access arbitration unit 112 may control priority of
access to the shared resource 102 by each of the processor
200.

A result of the arbitration of confliction is sent to the
scheduler management device 300 via the arbitration signal
bus 107. The number of conflictions and task information in
the current cycle are stored in the confliction counter 305 and
the failure pattern storage unit 304, respectively.

That is to say, the multiprocessor system 100 according to
the present embodiment further includes the shared bus 101
having the bus controller 150, and the shared resource 102 to
which a plurality of processors write information via the
shared bus 101.

In addition, the bus controller 150 has the holding unit 120
configured to hold the task identification information of two
or more confliction tasks which are executed by each of a
plurality of processors with overlapping time periods of writ-
ing to the shared resource 102.

With the above configuration, the command unit 310 can
include task identification information in the command of
change of task execution order, the task identification infor-
mation indicating the confliction task which is a failure task
and is currently held in the holding unit 120.

Consequently, the confliction is eliminated by reschedul-
ing and a failure is more likely to be prevented. In the case
where a failure occurs due to confliction, a timing of access to
the shared resource 102 can be shifted by changing the task
execution order.

The shared resource 102 may be at least one of a shared
memory and an I/O interface, for example.

The resource access arbitration unit 112 can send idle
information to the scheduler management device 300 via the
is arbitration signal bus 107, the idle information indicating
that access confliction has not occurred. Thus, the scheduler
management device 300 can recognize the resource conflic-
tion and the idle situation in the execution time of a task set.

Consequently, the scheduler management device 300 can
reduce access confliction by arbitrating the priority and
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access timing, and can perform aggressive scheduling of
pending tasks at the time of idle.

Hereinafter, more detailed description will be provided.

FIG. 17 is a flowchart illustrating the flow of bus lock
access arbitration processing according to Embodiment 2.

Upon receiving a request of bus lock from a processor 200
requesting access (for example, write to the shared memory)
to the shared resource 102 (S310), the arbitration unit 108
checks the lock information holding unit 109 of the holding
unit 120 (S312), and determines whether or not the shared bus
101 is already locked (S314).

When the shared bus 101 is not locked yet as a result of the
determination (No in S314), the arbitration unit 108 stores
lock information for eliminating access to the shared bus 101
from other processors into the lock information holding unit
109, and allows the processor 200 requesting bus lock to
continue processing (S316).

On the other hand, when the shared bus 101 is already
locked (Yes in S314), the arbitration unit 108 notifies the task
information analysis unit 301 of the occurrence of bus lock
confliction (S318).

Upon receiving the notification, the task information
analysis unit 301 stores task information of a task in the
failure pattern storage unit 304, execution of the task being
interrupted due to confliction of access to the shared bus 101.
Upon receiving each notification, the task information analy-
sis unit 301 causes the confliction counter 305 to count-up so
as to count the number of conflictions (S320).

Subsequently, the arbitration unit 108 keeps interrupting
the processing of the processors other than the processor
which has first acquired (first made a request of bus lock) the
right of access to the shared bus 101, out of the processors
contained in the processor 200 until the lock information on
the shared bus 101 is deleted from the lock information hold-
ing unit 109 (S322).

According to the embodiment described above, the task
information analysis unit 301 can recognize whether or not
the cause of a failure of task execution is access confliction to
the shared resource 102. In addition, the task information
analysis unit 301 can utilize the result for rescheduling.

For example, as described above, the task information
analysis unit 301 may identify a task which has failed due to
access confliction, and the command unit 310 may command
the task scheduler 201 to change the execution priority of the
identified task.

If the cause of a failure of task processing is access con-
fliction, the confliction may be eliminated by changing the
execution priority of the task, and thus a failure is more likely
to be prevented.

That is to say, in Embodiment 1, the task information
analysis unit 301 performs scheduling using the information
on the processor as to whether or not a failure has occurred.
However, in the present embodiment, by performing sched-
uling using the confliction information on the bus, a failure is
more likely to be prevented.

Embodiment 3

Hereinafter, a system LSI and a digital television having a
multiprocessor system 100 according to Embodiment 2 ofthe
present invention will be described with reference to the
accompanying drawings.

FIG. 18 is a configuration diagram of a system L.SI 400
having the multiprocessor system 100 according to Embodi-
ment 3.

The system LSI 400 is used in, for example, digital televi-
sion, and is a super-multifunctional LSI which is manufac-
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tured by integrating a plurality of components on a single
chip. Specifically, the system [L.SI 400 includes a ROM (Read
Only Memory), a RAM (Random Access Memory), a micro-
processor, and the like

The system LSI 400 achieves the function by causing a
microprocessor to execute a computer program stored in a
RAM.

The multiprocessor system 100 in FIG. 18 may have the
same configuration as that of the multiprocessor system 100
described in Embodiment 1 or Embodiment 2, for example.

As illustrated in FIG. 18, the multiprocessor system 100 is
connected to a system bus 401. The system bus 401 is con-
nected to an external data input/output 402, an external stor-
age connection unit 403, and an external control device con-
nection unit 404.

FIG. 19 is a configuration diagram of a digital television
500 using the system LSI 400 in the present embodiment.

As illustrated in FI1G. 19, a digital television 500 is config-
ured with the system L.SI 400 using the multiprocessor sys-
tem 100 in the present embodiment, the system L.SI1400 being
connected to an external control device 501 such as a remote
controller, an external storage 502 such as a disk drive, a
receiving device 503 for broadcast data, an image output
device 504 such as a plasma panel or a liquid crystal panel for
television, and au audio output device 505 such as a speaker.

Asaresult, itis possible to apply the multiprocessor system
100 to the digital television 500 illustrated in FIG. 19.

That is to say, the system L.SI 400 according to the present
embodiment is a system LSI which repeatedly executes task
sets each including a plurality of tasks, the system L.SI includ-
ing the multiprocessor system 100, and the external data
input/output 402, the external storage connection unit 403,
the external control-equipment connection unit 404 which are
connected to the multiprocessor system 100 via the system
bus.

Each of the processor 200 of the multiprocessor system
100 has the task scheduler 201.

The multiprocessor system 100 includes the scheduler
management device 300 having the command unit 310 which
commands at least one of a plurality of task schedulers 201 to
change the task execution order.

Upon receiving a command from the command unit 310,
each of the task schedulers 201 changes the task execution
order of the corresponding processor 200.

In the above-described Embodiments 1 and 2, the task
scheduler 201 performs rescheduling by changing a task
execution order in response to a rescheduling command from
the command unit 310 of the task information analysis unit
301, however, the task scheduler 201 may perform resched-
uling by another method.

For example, as illustrated in FIG. 7, when task A331 is
guaranteed to be completed without time restriction of the
current task period, rescheduling may be made in such a
manner that a new task set is formed by removing task A331
from the original task set, and task B332 and task C321 are
executed within the task period 222.

Optionally, as illustrated in FIG. 8, when a sufficient time
can be allocated to the current task period, rescheduling may
be made in such a manner that the execution start time of each
of'task A331 and task B332 is delayed, and the task period is
extended accordingly, thereby avoiding access confliction
between task A331 and task C321.

The processing units of the multiprocessor system 100
according to the above-described Embodiments 1 to 3 are
each typically achieved as an LSI which is an integrated
circuit. These processing units may be individually imple-
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mented as a single chip, or all or part of the processing units
may be implemented as a single chip.

Here, each processing unit is referred to as an LSI, but may
bereferred to asan IC, a system LSI, a super LSI, an Ultra LSI
depending on the degree of integration.

The circuit integration may be achieved not only with an
LSI but also with a dedicated circuit or a general-purpose
processor. FPGA (Field Programmable Gate Array) or a
reconfigurable processor for which connection and setup of
the circuit cells inside an L.SI can be reconfigured may be
utilized.

Furthermore, in the case where new circuit integration
technology which replaces the LSI is invented based on the
progress of semiconductor technology or other emerging
technology, each processing unit may be integrated using the
new technology.

Part or all of the function of the multiprocessor system 100
according to Embodiments 1 to 3 ofthe present invention may
be achieved by a processor such as a CPU executing a pro-
gram.

In addition, the present invention may be the above-men-
tioned program or a recording medium on which the above-
mentioned program is recorded. It is needless to state that the
program may be distributed via a transmission medium such
as the Internet.

At least part of the functions of the multiprocessor system
100 according to Embodiments 1 to 3 and the modification
may be combined.

The numerical values given above are for the purpose of
specifically describing the invention, and the present inven-
tion is not limited to the embodiments using the numerical
values. For example, the number of the processors of the
multiprocessor system 100 may be any integer greater than
two.

The connecting relationships between the components
herein are for the purpose of specifically describing the inven-
tion, and a connecting relationship which achieves the func-
tion of the present invention is not limited to the above con-
necting relationships.

Furthermore, various modifications of Embodiments 1 to
3, which occur to those skilled in the art without departing
from the spirit of the present invention are also included in the
invention.

Although only some exemplary embodiments of the
present invention have been described in detail above, those
skilled in the art will readily appreciate that many modifica-
tions are possible in the exemplary embodiments without
materially departing from the novel teachings and advantages
of the present invention. Accordingly, all such modifications
are intended to be included within the scope of the present
invention.

INDUSTRIAL APPLICABILITY

The present invention is useful in assurance of real-time
processing performance of a multiprocessor system which is
used in a computer embedded system or the like.

The invention claimed is:

1. A multiprocessor system configured to repeatedly
execute task sets that each include a plurality of tasks, the
multiprocessor system comprising:

a plurality of processors, each including a task scheduler
configured to determine a task execution order of the
tasks included in a corresponding one of the task sets that
is to be executed by a corresponding one of the proces-
sors within a task period which is defined as a time
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period in repeated execution of the task sets to be
executed by the processors; and
a scheduler management device having a command unit
configured to issue a command for causing at least one of
the task schedulers included in the plurality of proces-
sors to change the task execution order of the at least one
of the task schedulers,
wherein each of the at least one of the task schedulers is
configured to change the task execution order of the at
least one of the task schedulers in response to the com-
mand issued by the command unit, the task execution
order of the at least one of the task schedulers being
composed of the tasks included in the corresponding one
of'the task sets that is to be executed by the correspond-
ing one of the processors including the at least one of the
task schedulers, and
wherein the scheduler management device is configured
to:
compare first information regarding a task execution
order of tasks included in a task set on which task set
processing, which is processing for one repetition in
the repeated execution of the task sets, is not com-
pleted within the task period, and second information
regarding the task execution order determined by each
task scheduler included in the plurality of processors,
the first information being stored in the scheduler
management device; and
when the first information and the second information
match each other, issue a command for causing the at
least one of the task schedulers to change the task
execution order of the at least one of the task sched-
ulers.
2. The multiprocessor system according to claim 1,
wherein the scheduler management device further includes
atask comparison unit and a failure pattern storage unit,
wherein the failure pattern storage unit is configured to
store, as a failure pattern, information including (i) the
first information and (ii) information regarding a proces-
sor ID of the corresponding one of the processors which
executes the tasks in the corresponding one of the task
sets and the task period,
wherein the at least one ofthe task schedulers is configured
to notify the task comparison unit of periodic scheduling
information which includes (i) the task execution order
of'the tasks included in the corresponding one of the task
sets to be executed by the corresponding one of the
processors including the at least one of the task sched-
ulers, (ii) the processor ID of the corresponding one of
the processors including the at least one of the task
schedulers, and (iii) the task period,
wherein the task comparison unit is configured to deter-
mine whether or not the periodic scheduling information
matches the failure pattern by comparing the periodic
scheduling information with the failure pattern, and
wherein, when the periodic scheduling information
matches the failure pattern, the command unit is config-
ured to issue the command for causing the at least one of
the task schedulers to change the task execution order of
the at least one of the task schedulers, the command
being included in the periodic scheduling information.
3. The multiprocessor system according to claim 1,
wherein the scheduler management device is configured to
determine whether or not a task set processing is com-
pleted within the task period, the task set processing
being performed on one of the tasks included in the
corresponding one of the task sets and completed last,
and

40

45

50

55

20

wherein, when the scheduler management device deter-
mines that the task set processing is not completed
within the task period, the command unit is configured to
issue the command for causing the at least one of the task
schedulers to change the task execution order of the at
least one of the task schedulers.

4. The multiprocessor system according to claim 1,

wherein the scheduler management device further includes
atask period counter, a completed task storage unit, and
a failure determination unit,

wherein each of the processors is configured to notify the
scheduler management device of task identification
information of one of the tasks on which the task set
processing is completed, the task set processing being
processing for one repetition in the repeated execution,

wherein the completed task storage unit is configured to
store the task identification information of the one of the
tasks on which the task set processing is completed,

wherein the task period counter is configured to count a
number of cycles after the processors start execution of
the corresponding task sets,

wherein the failure determination unit is configured to
determine whether or not a failure task is present which
is not stored in the completed task storage unit at a
moment when the number of cycles exceeds the number
of cycles corresponding to the task period, the failure
task being one of the tasks in one of the task sets, and

wherein, when the failure determination unit determines
that at least the failure task is present, the command unit
is configured to issue the command for causing the at
least one of the task schedulers to change the task execu-
tion order of the at least one of the task schedulers.

5. The multiprocessor system according to claim 4,

wherein the command for causing the at least one of the
task schedulers to change the task execution order of the
at least one of the task schedulers contains task identifi-
cation information of at least the failure task, and

wherein the at least one of the task schedulers is configured
to change the task execution order of the at least one of
the task schedulers, so that a task corresponding to the
task identification information has an execution priority
lower than an execution priority of another task to be
executed by one of the processors which is configured to
execute the task corresponding to the task identification
information.

6. The multiprocessor system according to claim 5, further

comprising:

a shared bus having a bus controller; and

a shared resource in which the processors are configured to
write information via the shared bus,

wherein the bus controller includes a holding unit config-
ured to hold task identification information of two or
more confliction tasks which are write operations sched-
uled to be performed on the shared resource by two or
more of the processors on overlapping time periods, and

wherein the command unit includes, in the command for
causing the at least one of the task schedulers to change
the task execution order of the at least one of the task
schedulers, the task identification information of the
confliction tasks held in the holding unit, the confliction
tasks each being the failure task.

7. The multiprocessor system according to claim 6,

wherein the shared resource is either a shared memory or
an input/output interface.

8. The multiprocessor system according to claim 4,

wherein the scheduler management device further includes
a failure pattern storage unit and a task comparison unit,
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wherein, in a case where the failure determination unit
determines that a failure task is included in an executed
task set, the scheduler management device is configured
to store, in the failure pattern storage unit, as a failure
pattern, information including a task execution order of
tasks included in the executed task set, a processor ID of
the corresponding one of the processors which executes
the tasks in the corresponding one of the task sets, and a
task period which are included in the corresponding one
of the task sets,

wherein the at least one ofthe task schedulers is configured
to notify the task comparison unit of periodic scheduling
information which includes the task execution order of
the tasks included in the corresponding one of the task
sets to be executed by the corresponding one of the
processors including the at least one of the task sched-
ulers, the processor ID of the corresponding one of the
processors, and the task period,

wherein the task comparison unit is configured to deter-
mine whether or not the periodic scheduling information
matches the failure pattern by comparing the periodic
scheduling information with the failure pattern, and

wherein, when the periodic scheduling information
matches the failure pattern, the command unit is config-
ured to issue the command for causing the at least one of
the task schedulers to change the task execution order of
the at least one of the task schedulers, the command
being included in the periodic scheduling information.

9. The multiprocessor system according to claim 4,

wherein the task period counter is a register.

10. The multiprocessor system according to claim 1,

wherein the command unit is configured to issue the com-
mand for causing the at least one of the task schedulers
to make a schedule change including a change ofthe task
execution order of the at least one of the task schedulers,
and

wherein each of the at least one of the task schedulers is
configured to change a remaining task execution time of
the corresponding one of the processors, in response to
the command to make the schedule change issued by the
command unit.

11. The multiprocessor system according to claim 1,

wherein each of the processors has a time counter config-
ured to send a remaining task execution time to the at
least one of the task schedulers,

wherein the command unit is configured to issue the com-
mand for causing the at least one of the task schedulers
to make a schedule change including a change ofthe task
execution order of the at least one of the task schedulers,
and

wherein each of the at least one of the task schedulers is
configured to change a remaining task execution time of
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a corresponding one of the time counters, in response to
the command to make the schedule change issued by the
command unit.

12. A system Large-Scale Integrated circuit (LSI) config-

5 ured to repeatedly execute task sets that each include a plu-

10

30

40

45

50

rality of tasks, the system LSI comprising:

a multiprocessor system;
an external data input/output unit;
an external storage connection unit; and an external control
device connection unit which are connected to the mul-
tiprocessor system via a system bus,
wherein the multiprocessor system includes a plurality of
processors, each including a task scheduler configured
to determine a task execution order of the tasks included
in a corresponding one of the task sets that is to be
executed by a corresponding one of the processors
within a task period which is defined as a time period in
repeated execution of the task sets to be executed by the
processors;
wherein the multiprocessor system includes:
a scheduler management device having a command unit
configured to issue a command for causing at least one of
the task schedulers included in the plurality of the pro-
cessors to change the task execution order of the at least
one of the task schedulers,
wherein each of the at least one of the task schedulers is
configured to change the task execution order of the at
least one of the task schedulers in response to the com-
mand issued by the command unit, the task execution
order of the at least one of the task schedulers being
composed of the tasks included in the corresponding one
of the task sets to be executed by the corresponding one
of the processors including the at least one of the task
schedulers, and
wherein the scheduler management device is configured
to:
compare first information regarding a task execution
order of tasks included in a task set on which task set
processing, which is processing for one repetition in
the repeated execution of the task sets, is not com-
pleted within the task period, and second information
regarding the task execution order determined by each
task scheduler included in the plurality of processors,
the first information being stored in the scheduler
management device; and

when the first information and the second information
match each other, issue a command for causing the at
least one of the task schedulers to change the task
execution order of the at least one of the task sched-
ulers.

13. A digital television receiver including the system [.SI

according to claim 12.
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